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ABSTRACT

Wireless devices with diverse capabilities are ubiquitous and will continue to flourish for the next foreseeable future. There is heterogeneity with respect to capabilities as well as wireless transmission technology used. A critical issue to address in the face of growing wireless device usage is the increasing lack of spectrum and wireless resources. Sharing the wireless resources and bandwidth is considered by many to be a reasonable approach to the spectrum scarcity problem. This thesis describes a system where users may share wireless services with other users in a seamless manner. We develop a smart phone application for service sharing. By using the application as a middleware, users can get more work done via sharing, increase the spectrum utilization, create their own private network without a centralized infrastructure and offload network traffic to a less congested network path.

We present architectural details of a smart-phone application and offer various ways one can implement such a wireless service sharing framework. Our application may pave way for a model in which users can sell their own services to other end users and establish a device-to-device service sharing market beneficial to the entire user set.
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CHAPTER 1
INTRODUCTION

1.1 Background

Wireless devices offer a variety of features and services that are unique to each and every device. The main motivation of this work is to address the concern of enabling communication facilities in environments where a central communication infrastructure cannot be relied upon, improving the RF spectrum utilization and further enabling the sharing of mobile facilities and services available in contemporary mobile devices.

Complete dependence on infrastructure can be a major bottleneck during disasters or emergency situations. In disaster scenarios, the central infrastructure facilities may be unavailable [17], and in these scenarios communication is crucial. Existing commodity mobile devices are already equipped with hardware facilities to communicate between each other without a central infrastructure. Device-to-device sharing of wireless resources is a great way of circumventing this dependence on infrastructure.

Another motivation for sharing services is that the RF spectrum is becoming a critical resource as it is getting scarcer and the mobile data demand is increasing super-linearly every year [13]. We need better approaches to utilize the RF spectrum efficiently. Mobile devices communicate with the base station even if they are close by (few meters) for various services. Device-to-device service sharing mechanism can be used to eliminate the communication with the base station. Hence, we
are able to harvest more out of the scarce spectrum by not bothering the spectrum with connections to the base station. Spectrum utilization can be further improved by opportunistic communication over multiple hops. This will extend the reach of the base stations hence further improve spectrum utilization. Our approach also makes use of heterogeneous radios further improving the spectrum utilization by offloading network traffic to less congested wireless paths.

Sharing of the Internet connectivity is already a mechanism built into many mobile devices in the form of tethering but it is essentially single hop and typically works only with homogeneous links. Tethering may also be limited by the carrier’s permission and some carrier’s impose an additional fee for tethering. However, existing solutions involve device specific techniques and are not agile to multiple carriers. In this thesis, we have developed a smart-phone application that extends this notion of sharing to “service sharing” and performs the sharing at the user-level over multiple hops involving a heterogeneous set of wireless links. This type of sharing is a great example of how wireless connectivity can be extended via device-to-device sharing.

Our application allows to share services so that a device is able to access services which are not available to a particular user. This can be illustrated by the following scenario. The Figure 1.1 below shows three different users Bob, Joe and Sando having different wireless services accessible to them individually. Bob is a user having a mobile device with a high resolution camera, Joe is a user with free SMS (text messaging) and Sando is another user with unlimited 3G service. After the application is installed in all the mobile devices, Bob initiates a service discovery request to see what all services he can use. Bob’s neighbors respond with services
available to them, unlimited SMS and 3G Service. Bob will be given an option to activate these services. Once activated, Joe will be able to utilize both free SMS service and unlimited 3G service.

Before designing and implementing our smartphone application for sharing services following scenarios were considered:

**Simple sharing of services**
This scenario is very similar to a barter system in which two co-operating nodes with dissimilar services are able to utilize both the services. This is depicted by Figure 1.2. In this scenario Bob has unlimited SMS service and Joe has unlimited Internet access via 3G service. After the sharing of services both Bob and Joe get unlimited SMS and unlimited Internet access respectively.

**Increase in the overall network range by co-operating**
In this scenario, a node is able to access a service from a node not within its range
by using a second node as a relay. In the Figure 1.3, La is not in range of Bob. But Bob is able to access the high resolution camera of La by using Joe as relay. This increases the overall network range of Bob.

Offloading network traffic to other nodes
In this scenario, a node need to fetch multiple files from the Internet, instead of fetching the file from a single node. We make use of a simple node to fetch both the files the node makes use of two different nodes to fetch the files. Thus it is able to get the work done simultaneously. The scenario is shown in Figure 1.4. Joe is
connected to Bob via Wi-Fi and Joe is connected to Sando via Bluetooth. Both Joe and Sando have Internet access while Bob does not. Joe wants to download two files from the Internet. Since Bob does not have Internet access he requests Joe to download files for him. At this point Joe can request Sando to download one of the files from the Internet and later transfer it to Bob. Thus, by opportunistically offloading the work, network utilization is improved.

![Offloading network traffic scenario](image)

**Figure 1.4: Offloading network traffic scenario**

**Other usage scenarios**

- **Remote monitoring**: The application allows sharing of the camera. This can be used for remotely monitoring places and items which cannot be monitored directly. Crime fighting agencies like FBI may make use of this facility to use of camera of other person while the person gets benefited monetarily.

- **Redundant infrastructure**: The application can be used to form an adhoc network with redundant connections. This can be of use in emergency situations when some of the nodes may go down due to a disaster and new wireless networks can be formed easily.
• **Better spectrum utilization**: The application allows us to use heterogeneous wireless systems in a transparent manner such as 3G, WiFi and Bluetooth. Thus once a wireless link using a particular frequency range becomes congested it may use another link on a different frequency range to carry out the request. This may lead to better utilization of the spectrum.

Our smart-phone application implements all of the presented usage scenarios. Most of the prior work has been on theoretical frameworks, in our work we come up with an implementation for sharing services. We measure the delay, overhead introduced due to our application layer framework and the throughput obtained. We observe that even up to three hops the quality of service is acceptable to send video messages.

The thesis is organized as follows: We first detail application usage scenarios where device-to-device sharing is useful. Chapter 2 provides a summary of the relevant literature. Chapter 3 gives the details of our prototype design and implementation with a basic explanation of related technology. Chapter 4 summarizes our research by discussing results of experiments that we conducted with our prototype. In Chapter 5, we discuss ideas that can potentially increase the system performance and further research directions.
This chapter summarizes the literature related to our work. We cover several papers to serve the purpose. The related work in the literature can be categorized into following:

- Peer-to-peer resource sharing
- Current service sharing technologies

### 2.1 Peer-to-peer resource sharing

MeshChord is a peer-to-peer resource sharing protocol described in [11]. It considers effects of MAC-cross layering and location awareness to improve the efficiency of the comparable Chord [49] protocol in wired systems. Chord is a scalable peer-to-peer lookup protocol for internet applications. It can be used for looking up a node in a network given the resource key. The authors of MeshChord propose a two tier architecture consisting of mobile mesh clients and stationary router nodes so as to make it suitable for ad hoc networks. They exploit location awareness by encoding nearby nodes so that their identification number does not vary by much. The make use of cross layering by caching packets in intermediary nodes and sending them to application layer to see if the lookup can be performed before it reaches the destination node. It significantly differs from our architecture where nodes are completely peer-to-peer and heterogeneous. The focus of our work is primarily on service sharing as opposed to lookup.
The authors of Friend Relay [10] describe the architecture of a resource sharing framework for mobile wireless devices that provides automatic publishing, discovery and configuration, monitoring and control. They also incorporate power awareness and security awareness into application so that resources of a node is not heavily used by its neighbors. The architecture they describe is built on existing protocols ZeroConf [24] for automatic configuration and BEEP [47] for session management and authentication. It however, is essentially meant for singly hop communication using same kind of wireless links. Our architecture and implementation supports multi-hop communication over heterogeneous wireless links.

Authors of [52] explore the benefits and challenges associated with sharing resources on mobile operating systems. A critical benefit described in the paper is the opportunistic use of idle resources in co-located devices for better network utilization. Another benefit described is the savings in power obtained by using neighbors resources instead of local resources. This is due to the fact that most resources have a starting phase which consumes more power. They conclude that enabling resource sharing on operating system level may lead to crowd-sourcing and greater collaboration. The main challenges described are adaptive resource discovery, selection of the right node, collaboration and efficient aggregation of resources and challenges associated with selecting the right IPC mechanism.

Authors of [37] describe a crowd sourced mobile Internet access framework and describe a distributed incentive mechanism based on Nash bargaining solution. The Internet service model described takes into account power consumption, users data requirements and financial costs. This is restricted to internet sharing while our design and implementation allows general sharing of services.
Routing protocols for peer-to-peer file sharing is evaluated in [15]. They compare the performance of simple broadcast based schemes and schemes using a distributed hash table (DHT). In one of the routing schemes they augment the hash table with information from the network layer thus achieving cross layering. They conclude that this cross layered scheme performs better and provides more scalability. We implement our service completely in user space, hence cross layering is not possible. The focus of our work is primarily on service sharing than routing.

The architecture of a resource aware middleware over mobile ad hoc networks for rescue and emergency applications is described in [16]. They make use of the AODV [46] for routing and routing information is used to predict which resources will be available in the near future. Their architecture is component based as opposed to layered as in our framework. The work, however, is primarily targeted toward resource identification. The problems of heterogeneity and multi-hop access is not considered. But our work not only performs resource identification but also provides a mechanism to conveniently access services.

The authors of [22] describe DICHOTOMY which is a framework for resource discovery, scheduling and for picking up the most resourceful node in multi-hop ad hoc grids so that messaging overhead can be minimized. This solves only a part of the problem, which is, finding the right node in the wireless grid. In our framework we describe for methods for service discovery and as well as usage. They also do not consider the effect of heterogeneity of wireless links. They propose the use of MAC ID for node identification which may not be easily obtained in the case of commodity mobile devices. We make use of user defined device names for
The architecture of an efficient service-oriented framework over MANETS for agile environments is presented in [50]. The main components of the framework are Group Manager which is responsible for resource and service discovery and AgServe which provides dynamic instantiation, definition, calling and closure of services. The architecture is more suited for scenarios mobile nodes are reporting to a central node for publishing and sharing their services. The architecture does not consider multi-hop scenarios and heterogeneous wireless links.

An architecture and application for information resource sharing in MANETS is presented in [43]. The implementation is however is meant for commodity computer hardware instead of smart phone mobile devices. The focus of the work is mainly information resource sharing (document transfer) instead of general service sharing. The architecture is suited toward single hop communication than multi-hop transfer. The architecture does not take heterogeneity of wireless links into account.

### 2.2 Current service sharing technologies

#### IEEE 802.11 wireless modes and tethering

IEEE 802.11 is set of specifications for implementing Media Access Layer (MAC, Datalink) and Physical Layer (PHY) for wireless local area networks. IEEE 802.11 specifies two operating modes and they are (a) Infrastructure mode (b) Ad hoc mode.
In infrastructure mode, all the wireless nodes are connected to a single access point (AP). Typically mobile phones are configured to operate in infrastructure mode and ad hoc mode is typically hidden from the user. A wireless router is an example for an access point. The Figure 2.1 illustrates infrastructure mode operation. In ad hoc mode which is also called infrastructure-less mode each node is connected to another in a peer to peer fashion. This mode needs to be activated in most mobile devices by executing configuration commands at an elevated privilege level. The way to reach the elevated privilege level and putting a device in ad hoc mode is heavily dependent on the type of mobile device used. At the 802.11 protocol layer level only single hop communication is supported and it is up to higher layers to provide for multi hop communication.

Ad hoc mode is important for our implementation because ad hoc mode facilitates tethering. Tethering involves forwarding network packets from one interface to another thereby each mobile device has the capability to act as a portable hotspot. This allows each mobile node to share the its own 4G, 3G, 2G data connection with other devices. The mobile devices within range connect to the hotspot and
the tethered device acts a Wi-Fi access point. In places of missing infrastructure, this may be the only way to access the Internet. Also, tethered devices can be made to act as femto cells [3] [4].

Some of the Andorid smart-phones and tablets have implemented tethering facilities in their firmware. If it is not present it needs to be enabled by a special application which has elevated privileges. The Android system is a Linux system under the hood and root account has the maximum privileges. Therefore the term “rooting” is used to mean gaining elevated access on an Android system. Rooting allows the user to bypass some of the software-enforced restrictions meant for typical mobile users. A rooted phone can be used to install custom operating system kernel and kernel modules typically known as Roms. Cyanogen-Mod [51] is a popular replacement for the stock Android kernel. Cyanogen-Mod enables easy support for Wi-Fi, Bluetooth and USB tethering. Tethering in Android devices is accomplished by the netfilter [42] kernel module provided by the Linux kernel. `iptables` command is the command line interface to the netfilter kernel module. Most tethering implementations take advantage of this utility.
Applications that facilitate sharing.

Android Wi-Fi-Tether, Wireless Tether for Root Users [27] allows tethering of Wi-Fi interface for rooted handsets running Android. Clients can connect to the tethered device and avail the data connection using 4G, 3G, 2G mobile connection which is presently available in the handset. The application has provisions for more fine grained access control, network encryption, changing Wi-Fi channels and options for power levels.

Open Garden [18] is an application that offers Wi-Fi hotspot tether and Bluetooth tethering. The application allows sharing 3G/4G Internet connection with different operating systems and assumes no tether fees. It also needs root access on the device. Open Garden allows mobile devices to form a wireless peer-to-peer mesh network that provides Internet access. Installation of the Open Garden is mandatory on all devices in the mesh. The created mesh is capable of opportunistic local connections. This enables better bandwidth and coverage while reducing transmission power.

Tethering does have issues that users may be concerning to users. These issues include quality of service due to bandwidth reduction, power impact, security and privacy considerations. Tethering involves sharing own bandwidth with other users which leads to reduction of bandwidth and reduction in quality of the service. Tethering depending on the network traffic depletes the battery of the mobile phone. Some carriers impose a fee to enable tethering, while others forbid tethering. Also allowing other users to connect to your tethered mobile device is a cause of privacy concern for some mobile users.
Several Mesh [19] is a telephony platform that uses ad hoc Wi-Fi capability of the
device to form a wireless mesh network. It allows the phone to perform voice
calls, short messages and other modes of communication without a central car-
rier facility. This also requires installation of patched version of Android called
Cyanogen-Mod for better functioning.

Multinet [12] is a software-based approach where a single wireless card is virtu-
alized by introducing an intermediate layer below IP. In most of the wireless LAN
cards switching from infrastructure to the ad hoc mode needs a reset from the
firmware which makes it difficult for wireless interface to be in infrastructure and
ad hoc mode. Multinet facilitates simultaneous connections to multiple networks.
However it has not been extended to support multi hop scenarios. Multinet is im-
plemented only for the Windows platform and makes extensive use of the services
provided by the Windows platform, and hence is, difficult to port to other plat-
forms.

BEDnet [20] is a J2ME [45] based mobile application. Its implementation uses a
scatter-net forming algorithm and makes use of the DSDV algorithm for routing.
The choice of J2ME makes its use restrictive in modern smart phone since that
API is not supported anymore. Another limitation of BEDnet is the poor transfer
speed. Beddernet [21] is the successor of BEDnet [20] which aimed to address the
drawbacks of BEDnet. It was built on using the RFCOMM [7] protocol and imple-
ments the DSDV [25] routing protocol. It provided better throughput and multiple
applications were able to make use of the framework. The framework facilitated
the applications to use it in uni-cast as well as multicast mode. Major drawback of
Beddernet project is the cost of setting up RFCOMM connection between devices. ORWAR [48] project on Android makes use of Wi-Fi and implements DTN routing [9]. ORWAR [48] implementation relied on GPS information for building the routing table therefore it can be used only for devices capable of GPS functionality and is best suited to outdoor usage. Another drawback is that it is developed as a standalone application for Android and does not provide any API that can be used by other applications. [6] describes a middleware for mobile peer-to-peer computing using the older J2ME platform. The middleware is more centered around single hop communication by the formation of peer groups. Ad hoc on Android [39] implements a library that can be included in Android applications that needs to run on a mobile ad-hoc network, this implementation uses reactive routing based on AODV [46] but the library cannot be used by multiple applications at the same time. BATMAN [38] and OLSR [14] are routing protocols and library implementations used by many open source wireless mesh networking projects. They however do require root access to the network nodes for installation.

Crowdshare [2] describes an implementation of tethering with security and privacy improvements. The byzantium project [26] is a Linux distribution that helps to set up ad hoc mesh networks quickly. The pinwheel messenger [30] is a wireless mesh based messaging system that works by changing the device name and uses the inbuilt discovery functionality in both Bluetooth and Wi-Fi to communicate status messages. Village Telco [36] provides a do it yourself telephony platform using open source components. Project SPAN [31] provides an ad hoc manger for certain implementations of Android. A middleware for managing adhoc networks on Android is described in [53].
2.2.1 Survey of implementation techniques

The following section describes various implementation techniques used for creating a multihop ad hoc mesh infrastructure.

Framework implemented as a kernel module

This is one of the common approaches for wireless device-to-device sharing [1] [41]. Modern operating systems are not entirely monolithic and have support for loadable kernel modules. As shown in Figure 2.3, in this kind of approach, the framework is implemented as a kernel module that changes the IP layer of the operating system. The module is responsible routing and additional packet processing. The operating systems routing table is used to perform packet forwarding. This is the most efficient implementation technique since there is no need to copy packets between kernel and user space. However it is more difficult to debug and is tied to a specific operating system implementation. Since it is completely imple-
Framework implemented partly in kernel and user mode

In order to minimize the amount of kernel mode changes required and to make the application easier to port, some implementations [40] [44] make use of a small kernel mode driver and a user space driver to drive the kernel module. This reduces complexity and memory requirements but at the same time provide a great deal of control. Typically a daemon process in user space takes care of packet forwarding while packet sniffing is done by the kernel module. Packet sniffing tools such as Netfilter and Snoop [23] are used to intercept all the incoming and outgoing IP packets in the kernel space. These tools are typically implemented as a kernel mode application, so a bug in the framework can bring the entire system down.
module. They identify many events that trigger a routing action. The packet sniffing tools callback functions are used to notify the routing daemon in user space about the occurred events. The routing daemon maintains routing table through IPC calls. The overall architecture for such hybrid implementations is shown in Figure 2.4.

**Framework implemented completely in user space**

The above approaches require a change in the host operating system. This is not always desirable and is tied to a specific implementation. In Android based systems the user must have elevated permissions to install a kernel mode driver and this facility is typically not provided to the user. However most of the functionality is can still be implemented in user space using the Bluetooth and Wi-Fi Direct services included in the Android SDK. Therefore the framework can be implemented as a user space application or a user space library as showin in Figure 2.5. This approach of implementation is more portable and easier to debug. The drawbacks of this approach is the inefficiency introduced due to copying data between kernel mode and user mode and the fact that applications may have to use a specific library dependency to accomplish various purposes. Another major drawback is the necessity of managing services using the shared wireless networking capability. Kernel-level sharing allows the sharing module(s) to share at the interface level, but user-level operation only allows application-level access to the packet contents and access to interface identifiers is not possible. Thus the middleware has to maintain the list services and devices within the neighborhood and perform encapsulations as needed to implement multi-hop forwarding and relaying.
Figure 2.5: Framework implemented in user mode
CHAPTER 3
DESIGN AND PROTOTYPE IMPLEMENTATION OF USER-SPACE SERVICE SHARING

We implement the framework in a service oriented manner which involves service discovery and negotiation.

3.1 Service discovery

The application must be able to see what all services are available at a given point of time. This part of the application must gather the information about what neighboring nodes are willing to provide. In order to setup the initial topology the neighboring nodes must be paired either using Bluetooth or Wi-Fi Direct. When a node wants to avail a service it sends a service request packet to its neighbors (paired devices). The entire framework is implemented in the application layer so these packets are application layer packets. The discovery packet format is shown in Figure 3.1.

When a node wants to make use of service (say SMS) it will fill the Node Id field and Service Id field and send it to its neighbors. If the neighbor is able to service it, it will send the packet back to the requester with price or else it will forward to its immediate neighbors after updating the path. The requester then picks up a path based on the best price.
3.2 Service request

After the service is discovered and the best path for the node is calculated, then node makes a service request by sending a packet to the best node providing that service. It makes use of the below packet format to make a service request. The service request packet format is described in Figure 3.2. For example if a node wants to make use of SMS service available at node \( i \), it will fill up the path from the routing table to node \( i \), set the price, set the service ID as SMS, and will have the destination number and text message to be sent in the data section.

3.3 Application design

The purpose of this application is to build a cooperative network of mobile users that share services in heterogeneous wireless radios. We make use of many of the open source libraries in our project. We implement our smart phone application on Android operating system which is popular on wide variety of platforms. We decided to implement the application entirely in user space due to following ben-
We designed the application as a layered application. The base service layers is responsible to atomic actions. Atomic actions involve those which can be done locally by the mobile device. Fetching a web page is such an action. We make use of the services provided by the Android SDK to accomplish these actions. The

- Ease of debugging and testing
- Portability
- Clean networking stack
- System less prone to failure as system components are not modified
- There is no need to root the phone
decision making module decides if the given request needs to be forwarded, discarded or if the action needs to be done by current device. The decision making module therefore implements routing. We have a service running for each of the wireless medium under consideration. For example, if we have Wi-Fi and Bluetooth wireless mediums, we would have 2 service threads running. The function of this module is to enable connectivity with other nodes in the network and gets requests from neighboring nodes.

**Android software stack and base services**

The Android software stack is also a layered architecture. At the base level it makes use of 2.6 version of the Linux kernel. On top of the base UNIX like system Android provides native application libraries. The next layer is the dalvik virtual machine layer [8] which is custom JVM developed for Android specifically optimized for mobile application. The higher layer libraries are application layer frameworks. Our application makes use of the services provided by the application layer frameworks. The code listing below shows the implementation of SMS sending class. We have similar classes for fetching web pages, recording audio messages and for using the Android camera. The implementation can be found in [34].
public class SmsUtil
{
    public static void SendSms(String phoneNumber, String msgText)
    {
        SmsManager_smsManager = SmsManager.getDefault();
        smsManager.sendTextMessage(phoneNumber, null, msgText, null, null);
    }
}

Figure 3.4: SMS sending implementation

Decision making module

The decision making module is responsible for all the decision making and forwarding. The algorithm of the decision making module is as depicted in the Figure 3.5. The algorithm fetches packets from the wireless daemons, if the packet is a response to a service query then it checks if the current routing table has a better path and if that is not the case the routing table is updated. If the packet is a service request and the packet is meant for the current node then it is serviced by the node otherwise the packet is forwarded after updating the path.

Daemons per wireless medium

These are service processes that responds to each application layer packet sent using a wireless medium. They do minor processing and pass it to the relevant decision making module if it is a service request. The Android API provides the concurrency mechanism in the form of Async Tasks, Services and Threads. Async Tasks makes it easier to update the UI components once background processing is done. Async tasks are used in our application to update the UI components once processing is done. However, threads are better for longer running tasks. Since
Bluetooth has lower transfer rate, we make use of threads for data transfer. Services are also used for background processing but they provide an calling interface so that even other applications may use the service. We make use of all three of these mechanisms to get our job done. An Android 'Service' is suitable for long running tasks. Our Service is responsible for starting both Wi-Fi and Bluetooth daemons.

Figure 3.5: Decision making algorithm
3.4 **Application workflow**

The main application window as depicted in Figure 3.4 shows basic help information on how to use the application and the action bar contains links to necessary sub components of the application. Choosing the config option from the main window activates the configuration activity which is used to configure which services needs to be shared and the route path for a particular service. The application provides user interfaces for SMS sharing, voice calls, video calling and multi-hop file transfer.
Sharing internet services

We have implemented a custom browser by using the WebView Android component. The inbuilt browser is not capable of using the proxy mechanism implemented in our framework, so we implemented our own browser capable of using the proxy mechanism in our framework. Figure 3.8 shows our browser in action.

3.5 Overview of the source code

Our implementation is centered on the previously presented layered design and is divided into java packages each of which corresponds to a layer in our architecture. We have incorporated libraries [28] for simplified IO operations, [33] for Bluetooth connection setup and transfer, [29] for easier Wi-Fi peer node identification and [32] for icons and UI design. The complete source to our implementation can be found in [34]. The packages we implemented are as follows:

- **com.d2dsq.baseservices**: This package corresponds to the base services layer. The classes in this package are responsible for atomic actions. The class Sm-
sUtil is responsible for SMS handling and TinyHttp is used for http handling.

- **com.d2dsq.models**: This package consists of shared data structures and network packet data structures used by the application. The service request and discovery packets are encapsulated using Message class in this package.

- **com.d2dsq.radio**: This package corresponds to daemons per wireless medium layer, and is responsible for creating threads for connection and data transfer. The classes BluetoothUtil, ClientThread, ServerThread corresponds to Bluetooth daemon while rest of the classes in the package deal with Wi-Fi daemon. The Wi-Fi daemon code is a modified version of [29] and Bluetooth daemon is a modified version of [33] so as to suit our purpose of working well in a heterogeneous environment better.

- **com.d2dsq.ui**: This package corresponds to the application UI layer in our architecture and provides the front end UI. The class names are self-explanatory and follow the naming convention that each class starts with the service being shared.

- **com.d2dsq.routing**: This package corresponds to the decision making layer in our architecture. The main class in this package is the RoutingManager which is responsible for maintaining the routing table. The Node class is responsible for holding network related details for a wireless node.

- **com.d2dsq.utils**: This package consists of utility classes that does not fit into any of the other categories. An example is the SystemUIHider class which is responsible for hiding some of the default Android UI elements when our application is running.
We made use of a variety of platforms to test our smart-phone application. We made use of the variety mobile phones running different versions of the Android operating systems (4.0 and above) for our testing purposes. The mobile phones used are Kyocera Rise, Google Nexus tablet, and LG Optimus L9.

### 4.1 Sample experiments

We base our experiments on scenarios where it could find applications in real world. One such scenario is the use of our application in remote infrastructure less locations where there are only few devices providing services to end users. This kind of scenario leads to a linear network topology. The other scenario where we performed our experiments is in a noisy environment where there are plenty of devices present. This generally leads to a star like network topology with a large number of inter connected nodes. The experiments were performed indoor in a room size of 10x10x5 meters. Inter node distance was 3 meters and there were no obstacles between them. The nodes were connected to a power source and power saving features provided by Android were disabled. These experiments were repeated fifty times and the average value was used. A typical user would use the middleware using the application UI but it is cumbersome to use the UI for measurement purposes. Therefore we used a modified application with traces added to measure duration and time of method invocation.
4.1.1 Service ratio variation

A critical issue that emerges from a multi-hop D2D sharing system at the user-level is the additional inefficiency because of multiple hops and the user-level design. We look at the service ratio that is defined as the ratio between the number of requests serviced to the total number of requests sent to the application. We perform the experiment by creating a modified application that sends 100 dummy SMS requests. When the SMS request is received at the destination node, we record a trace log. In the first experiment we have nodes connected in a linear topology using Bluetooth. In the second experiment we have nodes connected using star topology. The variation of service ratio as the number of hops increases is shown in Figure 4.1.

We notice that service ratio is close to 90% even when the number of hops is five. This indicates that our application provides reliable multi-hop communication. This is due to the fact that we make use of reliable application layer protocols for transferring data. The service ratio in star topology is slightly lower than that of linear topology due to that fact that multiple nodes are sending packets at the same time to the same node which leads to congestion.

4.1.2 Delay measurements

We also measured the delay incurred due to overhead of the sharing framework. Delay here is the total time required for a small query application packet to reach the destination. Here also we make use of a dummy SMS service packet and trace the time using System.currentTimeMillis API call. When the dummy packet reaches
the destination, we send it back again to the source, where the round-trip time is measured. The delay is measured as half of the difference in both time stamps. In this experiment all the nodes are connected via Bluetooth. The nodes were connected in a linear topology. The delay variation is shown in Figure 4.2.

We find that there is an average delay of 127 millisecond per node. The average inter node delay does not vary significantly as the number of hops increases. But the total end to end delay increases since these per node delays are cumulative.

### 4.1.3 Throughput in a single medium

We define throughput as the number of bits transferred per second. In our experiments we set up nodes in linear topology and make use of the file transfer interface to transfer a 100 MB file. We make use of traces and record the time taken to send the file and the time taken for the file to be completely downloaded. Throughput
is then calculated as the total bytes transferred to total time taken. We perform the experiments using a single wireless medium as well as in a heterogeneous wireless medium. The throughput variation of Bluetooth medium is shown in Figure 4.3 and Wi-Fi medium in Figure 4.4.

We find that there is an average 30% reduction in the throughput as the number of hops increases. It can be observed that Wi-Fi offers much higher throughput than Bluetooth medium. However, even up to three hops, in the case of Wi-Fi medium, the quality of service is good enough for live video streaming [35].

### 4.1.4 Throughput over heterogeneous wireless medium

In this experiment we start with two Wi-Fi nodes connected to each other. We add nodes to the end of this network so as to maintain linear topology. The throughput
Figure 4.3: End to End throughput measurement using Bluetooth

Figure 4.4: End to End throughput measurement using Wi-Fi
Figure 4.5: End to end throughput variation in heterogeneous medium

is measured end to end between the starting node and the recently added node. The first three nodes are connected using Wi-Fi, but rest of the links are Bluetooth. The throughput variation is shown Figure 4.5. It can be seen that adding Bluetooth nodes have an adverse effect on the throughput since Bluetooth throughput is lower and affects the total throughput. The lower throughput rate due to Bluetooth links is attributed to that fact that commodity mobile phones generally come with class 2 radios [5] whose transfer rate is not high.

4.1.5 Increase in wireless range

In this experiment we measure the wireless range by checking if we are able to perform the chatting at a particular distance range. Wi-Fi Direct implementation in stock Android restricts the number of hops to two so we make use of Bluetooth connections to improve the range. This experiment was performed outdoors
such that the nodes have 100% battery capacity and the power saving features of Android were disabled. We made sure that there are no obstacles between neighboring nodes. We make use of a linear topology and the third node is connected to second node using Bluetooth.

We observe that Wi-Fi radio in commodity hardware provides a range of 52 meters while the Bluetooth radio provides a range of 5 meters on an average. Hence, adding a Wi-Fi node increases the range of the network by 52 meters while adding a Bluetooth node increases it by 5.
CHAPTER 5
CONCLUSIONS AND FUTURE WORK

In this thesis, we implement a heterogeneous ad hoc multi-hop networking framework for Android operating system completely in user space. By completely implementing the sharing and negotiation logic in user space, we made it very portable and easy to deploy. The application interface is designed to be simple. Our application provides heterogeneous ad-hoc service sharing for Android and it can be extended for development of other collaborative MANET applications. Since mobile devices has constrained resources, we focused on reducing its complexity and improving its efficiency. To evaluate the performance and feasibility of our application, we have done experiments to measure the delay, service ratio and throughput.

By taking advantage of idle network resources and services, our framework offers higher utilization. The implementation of the framework is still at a prototype stage, there is still some issues that need to be solved and improvements could be done in the future as a continuation of our current work. The initial pairing of devices is manually chosen by the user which makes initial setup inconvenient. We need a way to make it transparent so that end user does not have to perform the initial pairing.

The current implementation does not identify and punish malicious and misbehaving nodes. A malicious node may perform a denial of service attack by flooding the network with unwanted service requests. A node may also act like a leach where it does not contribute anything to the network but utilizes all the network resources. A reputation based approach can be used to punish misbehaving nodes
so that they do not drain the network.

The application improves spectrum utilization, hence improves the overall network utilization. Therefore, there is a need for an incentive mechanism so that application may be more ready for commercial adoption by carrier providers. The application as such does not require anything more than a commodity smartphone. The middleware is completely implemented in user space, therefore the end user may install the application without worrying about breaking the terms of use agreement.

The current framework is mostly written in java. As mentioned before, JVM introduce some inefficiency. Therefore it is possible to further improve the efficiency of our system by rewriting some of the most performance-critical functions in C or C++ with Android’s NDK. The native code runs faster hence that would help in reducing the higher processing overhead of the current implementation. It is also possible to implement the features of this framework as a kernel module so that performance and transparency can be improved greatly. A patched version of Android could be made so that it has service sharing capabilities built into the operating system itself.
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